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Abstract—Due to the big data blowout from the Internet of Things and the rapid development of cloud computing, outsourcing

computation has received considerable attention in recent years. Particularly, many outsourcing computation schemes have been

proposed to dedicate the outsourcing polynomial computation due to its use in numerous fields, such as data analysis and machine

learning. However, none of those schemes are practical enough, as they either require some time-consuming cryptographic operations

to achieve fairness between the user and the worker, or cannot allow the user to outsource arbitrary polynomial to the worker, or need

two non-collusive workers. To tackle these challenges, in this article, we propose a new outsourcing polynomial computation scheme by

employing a variant of Horner’s method and the blockchain technology. Specifically, the former makes the computational cost on the

worker side as low as possible, and the latter guarantees the fairness between the user and the worker if the result from the worker can

be publicly verified. To achieve the public verifiability property, we apply the sampling technique, which is effective in our proposal

according to a game-theoretic analysis. Furthermore, we also implement a prototype of our proposal and run it on an Ethereum test

net. The extensive experimental results demonstrate that our proposal is efficient in terms of computational cost.

Index Terms—Outsourcing computation, polynomial computation, fairness, public verifiablility, blockchain, sampling technique, game theory
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1 INTRODUCTION

AS it is fundamental to the success of intelligent applica-
tions in our daily lives, the Internet of Things (IoT) has

received considerable attention in recent years. For instance,
it has been reported that more than 50 billion IoT devices
would be connected to the Internet in 2020 [1]. The rapid
growth of IoT devices contributes to the blowout of big
data, and the latter further contributes to the increasing
demand to outsource relatively complex computing tasks to
a much more powerful computation service, e.g., cloud
computing [2]. Meanwhile, with the advancement of com-
puter hardware, there would be many idle cycles existing in
many computing devices, and their owners are willing to
sell these surplus computing resources to make some profits
[3]. Therefore, it is fair to say both the demand and supply
of outsourcing computation are prosperous.

However, the advance of outsourcing computation, in
reality, is not so successful as expected. The main obstacle is
the distrust between the two participants of the computing
task, namely, the user and the worker. In particular, the

worker may return a wrong but plausible result without
performing the actual computation for some incentive rea-
son. At the same time, the user may try to obtain the result
without any payment. As a result, this situation intensely
asks for the fairness of the outsourcing computation
scheme. Informally speaking, the fairness guarantees that
the user (resp. worker) can get a valid computing result
(resp. the promised reward) if he/she follows the protocol
exactly. Nevertheless, most of the previously reported out-
sourcing computation schemes [4], [5], [6], [7], [8], [9], [10]
usually focus on guaranteeing that the user can obtain a
valid result before his/her payment while ignoring the
worker’s benefit. When a dispute between the user and
worker happens, a complex process involving a trusted
third party (TTP) would be required [11]. As an ex-post
measure, the TTP ensures that the dispute will be finally
addressed, but it cannot promptly respond to the dispute.
Moreover, TTP-based schemes are weak in scalability and
suffer from a single point of failure. Hence, there is a desire
to design a fair outsourcing computation scheme without
TTP.

Based on the blockchain technology [12], some fair out-
sourcing computation schemes without TTP [13], [14] have
recently been proposed.1 As the blockchain can be used to
build a trust relationship among untrusted entities, it is nat-
ural to introduce the blockchain into the outsourcing com-
putation scenario. However, the existing blockchain-based
solutions require either complex cryptographic primitives
or the involvement of non-collusive workers. The former
requirement may make the resulting scheme inefficient, and
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1. Note that the blockchain-based solutions do not overturn the
impossibility result on the fair exchange without a trusted third party
[11]. The blockchain in such solutions is essentially the TTP, though it
is a decentralized system.
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the latter may not always be true in reality, especially in the
blockchain system.2

Nowadays, the previously reported outsourcing compu-
tation schemes can be roughly classified into two categories:
general and specific. The former can outsource any comput-
ing task, while the latter can only support a specific one.
Generally speaking, schemes in the latter are more efficient
than those in the former, since they can make some targeted
optimizations related to computing tasks [15], [16]. Also,
because the efficiency is always a critical factor for outsourc-
ing computation, schemes in the latter are more attractive
than those in the former from a practical point of view.
Among all particular computing tasks, polynomial compu-
tation, containing only two arithmetic operations, namely,
addition and multiplication, has received considerable
attention. This is mainly because it can be applied in various
scenarios, e.g., data analysis [17], [18], scientific computing
[19], [20], and machine learning [21], [22], and a large
amount of computational tasks can be represented as arith-
metic circuits and further evaluated as polynomials [23]. In
this paper, as a step towards efficient general-purpose fair
outsourced computation, we focus on designing a block-
chain-based fair outsourcing polynomial computation
scheme. Specifically, the contribution of this paper can be
summarized as follows.

� First, based on the blockchain technology [12] and
Horner’s method [24], we propose a new outsourc-
ing polynomial computation scheme. The fairness of
our proposal is demonstrated through game-theo-
retic analyses.

� Second, compared to the previous schemes, our pro-
posal supports arbitrary polynomials and dynamic
coefficients without any complex cryptographic
operations or the involvement of two non-collusive
servers. A detailed comparison with some represen-
tative schemes can be found in Table 1 and will be
further explained in Section 6.

� Third, we also implement a prototype of our pro-
posal and run it on Rinkeby Ethereum Testnet [25].
The experimental results show that our proposal is
efficient in terms of computational cost. The details
of our experiments can be found in Section 5.2.

The remainder of this paper is organized as follows. In
Section 2, we formalize the system model and security
model, and identify our design goals. Then, we give some
preliminaries including blockchain and Horner’s method in
Section 3. In Section 4, we present the details of our pro-
posed scheme, followed by the performance evaluation in
Section 5. Section 6 reviews the related works. In the end,
Section 7 gives the conclusions of our paper.

2 MODELS AND DESIGN GOALS

In this section, we formalize our system model and security
model, and identify our design goals.

2.1 System Model

As shown in Fig. 1, in our system model, we mainly con-
sider a typical blockchain-based outsourcing computation
scenario, which mainly consists of four entities, namely, a
user, a worker, a blockchain system, and Interplanetary File
System (IPFS).

� User: In our system model, we consider the user
needs to evaluate a polynomial fðxÞ with a given x,
but it is incapable in running this computing task
due to its restricted computing and energy resources.
Therefore, he/she tends to outsource the polynomial
computing task to get the value of fðxÞ with as little
overhead as possible.

� Worker: In our system model, the worker could be a
cloud server or even a computing device belonging
to an individual, and it would like to employ its com-
puting power to run polynomial computing tasks for

TABLE 1
The Comparison Between Our Proposal and Previous Schemes

Fig. 1. The system model under consideration.

2. According to the statistics from https://blockchain.com/pools,
more than 15 percent of mining power may come from the same mining
pool.
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others. Assume that the worker can find tasks pub-
lished by the user from the blockchain, which could
be realized by some explorer, like the bitcoin
explorer (https://www.blockchain.com/explorer)
showing everything on Bitcoin.

� Blockchain: Our proposal utilizes a blockchain system
supporting smart contracts, e.g., Ethereum [27], EOS
[28], or NEO [29], to guarantee fairness. As shown in
Fig. 1, the blockchain sits between the user and the
worker to supervise their interactions and takes the
role of verifying the computing result. Moreover, it
is responsible for managing the revenue and deposit,
respectively, from the user and the worker, such that
whoever deviates from the protocol will pay the
price.

� IPFS: As the blockchain is usually designed to han-
dle small-sized data, our proposal employs IPFS to
store the proof of correctness generated by the
worker. Specifically, after conducting the task, the
worker uploads the computing result and proof to
IPFS and submits their addresses to the blockchain.
While handling the verification request from the
user, the blockchain pulls the required parts of data
from IPFS and conducts the verification. In this
work, similar to the approach adopted by many real-
world applications that rely on inputs from the phys-
ical world, we employ a blockchain oracle service
[30], [31], [32] for enabling smart contracts in block-
chain to read data in IPFS.

2.2 Security Model

We assume that both the worker and the user are profit-
driven due to the nature of the outsourcing computation sce-
nario. In particular, the worker is interested in obtaining the
reward with less or none computational cost. At the same
time, the user would like to receive the correct result from
theworkerwithout any payment by claiming to get no result,
or the obtained result is incorrect. On the other hand, based
on the nature of the blockchain and IPFS, they are considered
honest. That is, smart contracts deployed on the blockchain
will be faithfully executed, and IPFS will correctly and
promptly store and serve the data stored in it to smart con-
tracts. Although some attacks, e.g., selfish mining, block
withholding, and pool hopping, are targeting the underlying
blockchain system, those attacks are beyond the scope of this
paper andwill be discussed in our futurework.

Note that we mainly focus on how to efficiently obtain
the fairness property for outsourcing polynomial computa-
tion in this paper. We do not consider the confidentiality of
the input x, the polynomial fð�Þ, and the computing result
fðxÞ, which can be achieved by using (fully) homomorphic
encryption schemes like those in references [4], [5], [6], [7],
[8], [9]. Moreover, in the proposed scheme, we only consider
errors intentionally introduced by workers to increase their
revenue, and unintended errors will be considered in our
future work.

2.3 Design Goal

Our design goal in this paper is to develop a new block-
chain-based fair outsourcing polynomial computation

scheme satisfying the following properties under the above
system model and security model.

� Fairness: The main goal of this work is to design a fair
outsourcing polynomial computation scheme. In
other words, our proposal should guarantee that the
user can obtain a valid computing result if he/she
has paid, and the worker can get the reward if he/
she follows the protocol correctly. The faithful and
automatic execution of smart contracts in block-
chains allows us to realize fairness if the computing
result can be publicly verifiable. In this work, we use
the sampling technique to gain public verifiability,
and we give a game-theoretic analysis to show that
the sampling method works well in our proposal.

� Efficiency: The primary motivation of outsourcing
computation is the efficiency issue; hence, all the
cost on each entity in our protocol should be as low
as possible. 1) User side: Only a small computational
cost on the user side is sufficient for outsourcing the
computation of fðxÞ properly and obtaining the
value of fðxÞ from the blockchain. The efficiency is
also the main reason that the user is willing to out-
source the computing task. 2) Worker side: The cost
on the worker side should be as close as that of the
original computing task. 3) Blockchain side: It is not
free for the miners to do the result verification. No
matter it is paid by the user or worker, there should
be an upper bound for the cost. Ideally, only a
(small) constant computational cost is enough for the
result verification.

� Functionality: 1) Arbitrary polynomial support: It
would be convenient and useful for engineering
practice if the proposal can support all kinds of poly-
nomials. No matter how many variables of the input,
or how large the coefficients or orders of the polyno-
mial are.3 2) Reusability: To further reduce resource
usage of the user, he/she does not need to re-upload
the polynomial for different inputs. Furthermore, it
is only a small computational cost for the user to
support polynomials with changeable coefficients.

3 PRELIMINARIES

In this section, we briefly review the basic knowledge
related to our proposal, including the blockchain, IPFS, and
Horner’s method.

3.1 Blockchain and Smart Contract

The blockchain technology, the famous essential tool for
realizing cryptocurrencies, was invented in 2008 by Naka-
moto [12]. It enables a group of distrusted entities to trust a
public ledger maintained by these distrusted entities in a
decentralized way. This building-trust functionality is
mainly achieved by combining the underlying crypto-
graphic primitives (such as hash functions and digital signa-
tures) and consensus protocols (such as PoW [12] and
DPoS [28]). Besides realizing cryptocurrencies, blockchain

3. Of course, it should be restricted by the limitation of the current
information technology.
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technology is also the only viable platform to implement
smart contracts. The smart contract concept was proposed
by Szabo [33], who considered the smart contract as a pro-
gram executed faithfully and automatically.

The smart contract in the blockchain usually proceeds as
follows. First, the creator deploys a smart contract in the
blockchain. Second, anyone who satisfies the predefined
conditions in the smart contract can invoke it. Finally, the
smart contract is executed by a set of participants (usually
called miners) in the blockchain, and the internal state of
the smart contract is also updated accordingly. Moreover,
the underlying consensus protocol enforces that the miners
will faithfully run the smart contract. As a result, the smart
contract is executed automatically from the view of others
(not the miners). In many blockchain systems [27], [29], the
miners will not execute smart contracts for free, and they
will charge the one who invokes the smart contract. The fee
is usually termed Gas.

It is worth mentioning that not every blockchain system,
such as Bitcoin, supports the smart contract. However, in
this paper, we assume that the blockchain in our system sup-
ports it. For evaluating the performance of our proposal, we
will use Ethereum [27] as the underlying blockchain system.

3.2 IPFS

Inter-Planetary File System (IPFS) is proposed by Benet [34]
and developed by Protocol Labs [35]. It aims to provide
users a resilient peer-to-peer file system for big file storage
and sharing similar to BitTorrent. Meanwhile, it addition-
ally supports content-addressing and version-controlling
properties by using distributed hash tables and git, respec-
tively. With the former property, users can obtain and verify
the data easily and quickly. The latter property enables
users to review the old version of the data.

Combination of Blockchain and IPFS. As blockchain is origi-
nally designed to be a public ledger to record transactions,
most blockchain systems adopted many approaches to
encourage the transaction size to be small to ensure the net-
work performance. Consequently, it is either impossible or
expensive to store big files directly in blockchain systems.
Hence, as a distributed file system, IPFS has become a popu-
lar solution for data and resource storage in blockchain-
based distributed applications (DApps) [36], [37], [38]. Spe-
cifically, the DApp can store data into IPFS and keep the
corresponding addresses in the blockchain. Then, users can
retrieve the corresponding data or files from IPFS with the
addresses obtained from the DApp. On the other hand,
when the DApp needs to read a block of data from IPFS, it
can request through Oracle services. Currently, there are
many centralized oracle services, e.g., Provable [30]; many
works [39], [40] focus on decentralized oracle services; and
several application-specific decentralized oracle services are
operating, e.g., Chainlink [31], Origin Sport [41]. However,
as we mainly focus on fair outsourcing polynomial compu-
tation, these works are beyond this paper’s scope. Hence, in
this paper, we consider a decentralized oracle service pro-
viding IPFS data for smart contracts.

3.3 Horner’s Method

Horner’s method [24] (or Horner’s rule) is a polynomial
evaluation method that aims to simplify the calculation of

polynomials. It transfers a polynomial of degree n to n lin-
ear functions, and it could be expressed by:

fðxÞ ¼ a0 þ a1 � xþ a2 � x2 þ � � � þ an � xn

¼ a0 þ xða1 þ xða2 þ � � � þ xðan�1 þ xanÞÞÞÞ: (1)

Hence, it only requires n multiplications and n additions
for computing fðxÞ, and the resulting time complexity is
only OðnÞ. By contrast, the normal evaluation of fðxÞ needs
nðnþ 1Þ=2 multiplications and n additions, resulting in the
time complexity Oðn2Þ. It is believed that Horner’s method
is the best way to compute polynomials of a high order,
which is the main reason that we apply Horner’s method in
our proposal.

4 OUR PROPOSED OUTSOURCING POLYNOMIAL

COMPUTATION SCHEMES

In this section, to make a clear introduction to our protocol,
we start from our basic scheme for regular univariate poly-
nomials. Then, we show how to get better performance on
sparse polynomials and how to support multivariate poly-
nomials. The fairness of each scheme will be also analyzed
in this section.

4.1 Basic Scheme for Univariate Polynomials

In this subsection,wewill show how to outsource the compu-
tation of fðxÞ ¼ Pn

i¼0 aix
i in a fair way. We have fiv e phases

in this basic scheme, namely, outsourcing, claiming, comput-
ing, verifying, and closing phases. In the first phase, the user
uploads the specification of fðxÞ to the blockchain. After that,
the worker would claim the computing task and performs it
in the second phase and third phase, respectively. In the
fourth phase, the miners in the blockchain would verify
the validity of the result output by the worker and decide the
money transfer flow according to the verification result. If the
outsourcing process does not go as well as expected, the user
or the worker will execute the closing phase. The details of
these phases can be found in the following.

4.1.1 The Description

Outsourcing phase: In this phase, as shown in Fig. 2, the user
uploads the coefficients ~aa (i.e., fa0; a1; . . . ; ang) of the poly-
nomial fð�Þ and the input x to IPFS and deploys a smart con-
tract in the blockchain based on a given template.

The smart contract contains a constructor and five func-
tions, including functions PAYREWARD, CLAIM, UPLOADRESULT,
VERIFY, and TERMINATE as shown in Fig. 3. The function
PAYREWARD and the function VERIFY can only be invoked by
the user, the function UPLOADRESULT can only be invoked by

Fig. 2. Outsourcing phase of the basic scheme.
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the worker who has successfully invoked the function
CLAIM, and the function TERMINATE can be invoked by the
user or the worker. These restrictions on the invoker of the
smart contract can be realized by the built-in variable msg.
sender which is derived from the invoker’s signature. Fur-
thermore, the modifier PAYABLE after the function name
shows that the function can be invoked with a certain
amount of coins as shown at line 8 in Fig. 2, the value
attached to an invocation can be obtained by the built-in
variable, msg.value.

Moreover, the smart contract has the following fields:
~aa addr, x addr, tw, tu, w, d, user addr, worker addr, and
rr addr. The meanings of these fields are listed in Table 2,
and they are initialized as follows.

� The user directly sets the first six values. Note that
the values of w and d will affect the fairness, which
will be detailed in the fairness analysis later.

� The field user addr is set as the built-in variable msg.
sender mentioned above. Hence, this field stands
for the address of the invoker of the constructor (the
user).

� The rest of the fields including worker addr and
rr addr will be set to empty (denoted by ?) and will
be initialized in the next phases.

After deploying the smart contract, the user needs to
transfer the reward w to it by invoking the function PAYRE-

WARD. This reward will be transferred to someone according
to the conditions specified in the smart contract automati-
cally. The other functions in the smart contract will be
invoked in the next phases.

Claiming Phase. When a worker finds a computing task
he/she is interested in from the blockchain, he/she would
claim the task by invoking the function CLAIM in the corre-
sponding smart contract with the amount d coins attached.
The field worker addr in the smart contract will be accord-
ingly set to msg.sender. By doing so, the worker addr will
be the address of the worker who has successfully invoked
this function, and the address cannot be forged since it is
derived based on its signature as mentioned before. If the
worker wants to unlink his/her two different computing
tasks, he/she will use different addresses. Note that the
function CLAIM in each smart contract could have only one
successful invocation.

Computing Phase. Once the worker claims the computing
task successfully, he/she would first download ~aa and x
from IPFS according to~aa addr and x addr in the smart con-
tract. After that, the worker computes fðxÞ by Horner’s
method, particularly, calculating the recursion defined in:

r0 ¼ an;

ri ¼ an�i þ x� ri�1:
(2)

Before closing the phase, the worker should upload ~rr ¼
½r0; r1; . . . ; rn� to IPFS and submit the corresponding add-
ress rr addr to the smart contract by invoking the function
UPLOADRESULT through the address he/she used to claim this
task. The high-level description of this phase can be found
in Fig. 4.

Verifying Phase. When the result output by the worker is
recorded in the blockchain, the user will receive an event.
To respond it, an honest user will invoke the function VERIFY

in the smart contract with several randomly selected ind-
exes from f0; . . . ; ng. According to the function VERIFY, the
miners download x,~aa and~rr from IPFS and check the valid-
ity of ri’s corresponding to selected indexes by using Eq. (2)
(See line 20–line 27 in Fig. 3). As shown in lines 21-24, the
verification algorithm directly gets ri�1 from worker’s out-
put or the original polynomial. Thus, the mismatch of ri
will not propagate, and the algorithm rejects if any of the

Fig. 3. Functions in the smart contract of the basic scheme.

TABLE 2
Notations Used in the Smart Contract

Notations Description

~aa addr The address of~aa in IPFS.
x addr The address of x in IPFS when fðxÞ is univariate.
user_addr One of the addresses the user uses to receive coins.
worker_addr One of the addresses the worker uses to receive coins.
w; d The reward and deposit of the computing task,

respectively.
tw The latest time the worker should return the

computing result based on how long ago the
computing task is recorded in the blockchain.

tu The latest time the user should launch the verifying
process based on how long ago the computing result is
recorded in the blockchain.
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selected indexes satisfies ri 6¼ an�i�1 þ x� ri�1. If the output
cannot pass the verification, w and d in the smart contract
would be transferred to user_addr; otherwise, the funds are
transferred to the worker, and the user gets rn as the result
of polynomial fðxÞ.

Although the computation phase and the verification
phase are the same for one iteration of Horner’s method, the
verification phase only verifies some steps. Therefore, the
computation cost for the verification phase is less than that
of the computation phase. Moreover, only verification-
related data will be uploaded to the blockchain. Thus, the
gas consumption can be significantly reduced compared to
uploading all data to the blockchain. Also, as the coefficients
and variables are submitted to IPFS as separated files, the
user can use different coefficient addresses to enjoy the fea-
ture of dynamic coefficients.

Closing Phase. If no worker responded to the computing
task, or the worker has not returned the computing result
until tw, the user would invoke the function TERMINATE to
get funds w and d (if there exists). If the worker returned the
computing result before tw, while the user has not invoked
the verifying phase until tu, then the worker would invoke
the function TERMINATE to get funds w and d.

Note: At first glimpse, our scheme cannot guarantee that
the result the user obtained is valid with 100 percent due to
the use of the sampling technique. However, according to
the game-theoretic analysis below, the worker will not devi-
ate the steps in our scheme if he/she is profit-driven.

4.1.2 Fairness of the Basic Scheme

Our proposal should provide the following two properties:
1) If the worker executes correctly, then the user would pay,
and vice versa; and 2) the party who deviated the underly-
ing scheme would get punished. As rational parties, the
action decisions of the worker and the user are based on
their utilities. Based on the analysis of the utilities below,
we have that the worker will execute the task faithfully, and
the user will get the correct answer and pay the reward in
time. In other words, fairness holds.

Worker’s Utility. According to the description of the
basic scheme, the utility of the worker can be expressed as
follows.

uw ¼ w � ð1� Pr½failure�Þ � ððn� iÞ � cw þ d � Pr½failure�Þ;

where Pr½failure� is the probability of verification failure, i
is the number of ri’s mismatching Eq. (2), and cw is the cost
for the worker to execute one multiplication operation.

According to Lemma 1, the worker’s utility is uw �
ðcw � wþd

n Þ � iþ w� n � cw. The inequality n � cw < wþ d usu-
ally holds since the reward w is larger than the cost n � cw in
most cases. Hence, the worker would get the largest utility
when i ¼ 0, i.e., the worker gets the largest utility when he/
she follows our proposal.

On the other hand, Horner’s method is considered as the
most efficient method for univariate dense polynomials,
and the vector~rr is the set of intermediate values of calculat-
ing fðxÞ using Horner’s method. In other words, when the
worker generates ~rr as specified, cw reaches the smallest
value.

Lemma 1. The probability of verification failure increases as the
number of ri’s to be verified increases. In particular,
Pr½failure� � i

n . The equality holds when only one ri in~rr is
selected to be verified.

Proof. Let k be the number of ri’s selected to be verified.
Here, we only consider the case that kþ i � n, since one of
the invalid ri’s will be selected to be verified if kþ i > n.
The probability of verification failure can be expressed as

Pr½failure� ¼1� ðn� iÞ! � ðn� kÞ!
ðn� i� kÞ! � n!

¼1� ðn� iÞðn� i� 1Þ � � � ðn� i� kþ 1Þ
nðn� 1Þ � � � ðn� kþ 1Þ

Let F ðkÞ ¼ ðn�iÞðn�i�1Þ���ðn�i�kþ1Þ
nðn�1Þ���ðn�kþ1Þ , we have that

F ðkþ 1Þ
F ðkÞ ¼ n� i� k

n� k
� 1:

From the above inequality, we have that Pr½failure�
increases as k increases. Furthermore, when k ¼ 1, F ðkÞ
reaches the maximum value F ð1Þ ¼ 1� i

n � 1, and
Pr½failure� gets the minimum value i

n . Note that the
cheating action cannot be detected when k < 1; hence, k
must be 1 at least. tu
As a result, rational workers will calculate polynomials

exactly following the scheme, since cheating will not
increase the utility.

User’s Utility. Since the miners execute the verification,
the user cannot refuse to pay by pretending that the answer
is incorrect or it is not received. As a result, the user will fol-
low the proposed scheme. In this case, his/her utility can be
expressed as follows.

uu ¼ d � Pr½failure� � ðk � cu þ w � ð1� Pr½failure�ÞÞ
¼ d� ðdþ wÞ � F ðkÞ � k � cu;

where cu is the cost for the user to pay the miners to calcu-
late one multiplication, like the gas in Ethereum. That is, the
overall cost for the verification phase is linear to the number
of multiplication operations in this phase.

According to the analysis in the proof of Lemma 1,
F ðkÞ � 1 and F ðkÞ will decrease when k increases. Further-
more, ðdþ wÞ is usually larger than cu. Hence, uu will first
increase and then decrease when k increases from 1 to n,
and it will reach the largest value when k satisfies the fol-
lowing inequalities.

Fig. 4. Computing phase in the basic scheme.
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F ðk� 1Þ � F ðkÞ < cu
dþw

;
F ðkÞ � F ðkþ 1Þ � cu

dþw
:

�

Since the user does not know the value of i, he/she cannot
choose the optimal k for largest uu. Fortunately, as analyzed
for the worker’s utility, k ¼ 1 is enough for the verification
if the worker is rational.

4.2 Enhancing Performance for Sparse Polynomials

In the previous subsection, we proposed an outsourced uni-
variate polynomial computation scheme based on Horner’s
method and illustrated that the rational worker and user
would not deviate from the scheme. However, the solution is
not quite efficient or effective as expected for sparse polyno-
mials. For instance, we have a sparse polynomial fðxÞ ¼
anx

n, and there exists only one ri. To verify the result, the
miners should compute fðxÞ ¼ anx

n again, which is not
acceptable for the blockchain or the user. To solve this prob-
lem, we make use of the binary exponentiation technique,
which can provide enough ri’s to be sampled. In the rest of
this subsection, we will show how we extend our basic
scheme to get better performance on evaluating sparse poly-
nomials and analyze the fairness of the resulting scheme.
Note that, we use the gray background color to highlight the
differences with that in the basic scheme in Figs. 5, 6, and 8.
The claiming phase and closing phase are the same as those
in the basic scheme, andwe omit them in the description.

4.2.1 The Description

Outsourcing phase: To get better performance, we need to
modify the data structure of the vector ~aa. In particular, the
element in~aa changes ð�ai; diÞ as follows.

Assume the outsourced sparse univariate polynomial is
fðxÞ ¼ Pn

i¼0 ai � xi. We rewrite it as fðxÞ ¼ Pm
i¼0 aci � xci

with c0 ¼ 0, and aci 6¼ 0 and ci 2 ½1; n� for i 2 ½1; m�. Without
loss of generalization, we assume that ci < ciþ1 always
holds. Note that ac0ð¼ a0Þ could be zero and cm ¼ n. The
pairs ð�ai; diÞ can be computed as follows.

�ai ¼ aci ; di ¼ ciþ1 � ci for i 2 ½0;m�;

where cmþ1 ¼ n.
For clarification, let us take the following toy example.

Assume we have polynomial 2x3 þ 5x23, then �a0 ¼ a0 ¼ 0,
d0 ¼ c1 � c0 ¼ 3� 0 ¼ 3, �a1 ¼ ac1 ¼ 2, d1 ¼ c2 � c1 ¼
23� 3 ¼ 20, �a2 ¼ ac2 ¼ 5, and d2 ¼ c3 � c2 ¼ 23� 23 ¼ 0.

The rest part of this phase is the same as that in the basic
scheme. We give a high-level description in Fig. 5. Note that
the smart contract built in this phase is almost the same as
that in the basic scheme, the only difference is the function
VERIFY that is given in Fig. 6. The description of function GET-

POWER used in Fig. 7 will be given in the computing phase.
Computing Phase: With the new vector ~aa ¼ ½ð�a0; d0Þ;

ð�a1; d1Þ; . . . ; ð�am; dmÞ�, the recursion in Horner’s method is
accordingly evolved as follows.

r0 ¼ �am

ri ¼ �am�i þ xdm�i � ri�1

(3)

Note that theworker can compute xdm�i by anymethod he/she
wants. Here, we give a method called GETPOWER that is more

Fig. 5. Outsourcing phase for the sparse polynomial.

Fig. 6. The function VERIFY for the sparse polynomial.

Fig. 7. Function for evaluating the power of x.

Fig. 8. Computing phase for the sparse polynomial.
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efficient than the one simply applying the binary exponentia-
tion technique repeatedly for computing many xdm�i ’s. The
main idea in the function GETPOWER is to make use of the inter-
mediate values generated from the process of computing previ-
ous xdm�i ’s. Assume we have the intermediate values
ðxp0 ; xp1 ; . . . ; xpjÞ, and we aim to compute xp. We first find p0

that is the biggest value not larger than p in fp0; p1; . . . ; pjg.
Then, we have that xp ¼ xp0 � xp�p0 . Since we already have xp0 ,
we only need to compute xp�p0 to obtain the value of xp. It is
easy to see that xp�p0 can be further computed as above. The
details of the function GETPOWER can be found in Fig. 7, whereL
is the list used to record the previous intermediate values.

For clarification, let us take the following toy example.
Assume we need to compute x13 and x8. If we just repeat-
edly use the binary exponentiation technique, we need to
compute the intermediate values ðx2; x3; x6; x12; x13Þ and
ðx2; x4; x8Þ, respectively. However, by using our GETPOWER

function, x8 can be computed by using x2 � x6 if x13 was
computed before, or x13 can be computed by using x8 � x4 � x
if x8 was computed before.

The rest part of this phase is the same as that in the basic
scheme.Ahigh-level description of this phase is given in Fig. 8.

Verifying Phase. Similar with the one in the basic scheme,
the user invokes the function VERIFY (as shown in Fig. 6) in
the smart contract with several randomly selected indexes
from f0; . . . ;mg. According to the function VERIFY, the min-
ers would download x,~aa,~rr from IPFS, and check the valid-
ity of ri’s corresponding to selected indexes by using
Eq. (3). The rest of this phase is the same with the one in the
basic scheme.

4.2.2 Fairness in the Scheme for Sparse Polynomials

With the similar analysis as that in the basic scheme, we
have the following result.

� The worker’s utility is uw � c0w � wþd
m

� � � iþ w� n � c0w,
where c0w is the worker’s cost for computing one ri.
The inequality m � c0w < wþ d usually holds since
the reward w is larger than the cost m � c0w in most
cases. Hence, the worker would get the largest utility
when i ¼ 0.

� The user’s utility uu ¼ d� ðdþ wÞ � F 0ðkÞ � k � c0u will
reach the largest value when k satisfies the following
inequalities,

F 0ðk� 1Þ � F 0ðkÞ <
c0u
dþw

;

F 0ðkÞ � F 0ðkþ 1Þ � c0u
dþw

;

(

where F 0ðkÞ ¼ ðm�iÞ!�ðm�kÞ!
m!�ðm�i�kÞ! , and c0u is the user’s aver-

age cost for employing miners to compute one ri.
Note that, for different polynomials, c0u varies
according to their degrees and numbers of terms.

Hence, the worker will execute the task faithfully, and
the user will get the correct answer and pay the reward in
time. In other words, the property of fairness holds.

4.3 Supporting Multivariate Polynomials

Now, we can present our final scheme that additionally sup-
ports multivariate polynomials. In the final scheme, the
worker first transforms a general multivariate polynomial

into Horner’s method format, and then it follows the previ-
ous methods in Section 4.2 to finish the outsourced compu-
tation. Similarly, we also use the gray background color to
highlight the differences in Figs. 9, 10, and 13. Moreover,
similar to the scheme for the sparse polynomial, the claim-
ing phase and closing phase are the same as those in the
basic scheme, and we omit them in the description.

4.3.1 Description

Outsourcing Phase. Similar to the previous schemes, the user
needs to upload the data related to the underlying multivar-
iate polynomial, i.e., the vector ~aa and the input ~xx ¼
½x1; . . . ; x~n�. The vector~aa is different from the one in the pre-
vious schemes and obtained as follows.

Let fð~xxÞ ¼ PN
i¼1 Ai be a multivariate polynomial, where

~xx ¼ ½x1; . . . ; x~n�, Ai ¼ ai �
Q~n

j¼1 x
pij
j , ai 6¼ 0, and 0 � pij � n

for 1 � j � ~n and 1 � i � N . For each Ai, we have one ele-
ment in ~aa, i.e., ðai; fðj; pijÞgj2½1;~n�

pij 6¼0

Þ. The rest of this phase is

almost the same as the one for the basic scheme (see Fig. 9),
except that the VERIFY function is changed as shown in
Fig. 10. The explanations on the input nodes in Fig. 10 will
be given in the verifying phase.

Computing Phase. In this phase, the worker also needs to
compute a vector~rr for the underlying multivariate polyno-

mial fðx1; . . . ; x~nÞ ¼
PN

i¼1ðai �
Q~n

j¼1 x
pij
j Þ. First, the worker

builds a binary tree BTree corresponding to the polynomial
as follows.

� Find the most-occurring variable x‘, and denote A0

as the set of Ai’s containing x‘. If there exist several
x‘’s, then compute the biggest p‘ for each x‘ that
8Ai 2 A0 contains x

p‘
‘ . The final x‘ is the one whose

Fig. 9. Outsourcing phase for the multivariate polynomial.

Fig. 10. The function VERIFY for the multivariate polynomial.
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p‘ is the largest. If there still exist several x‘’s, then
choose any of them as the final x‘.

� Compute the biggest p‘ that 8Ai 2 A0 contains x
p‘
‘ .

This step will be skipped if p‘ was computed before.
� Record ð‘; p‘Þ as the root node of the current tree.
� Repeat the above steps to build the left-child subtree

and right-child subtree of node ð‘; p‘Þ with polyno-
mials

Q
Ai2A0 Ai=x

p‘
‘ and

Q
Ai2A=A0 Ai, respectively.

A high-level description of the above steps is given in
Figs. 11 and 12 gives a toy example of a polynomial
fðx1; x2; x3Þ ¼ 5x31 þ 6x2

1x2 þ 7x3 ¼ x21ð5x1 þ 6x2Þ þ 7x3.
After obtaining the binary tree, the worker computes r

for every node in the binary tree starting from leaf nodes by
using Eq. (4) (the process can be also found in lines 6–12 in
Fig. 13).

node:r ¼ node:rightchild:r þ
node:x‘

node:p‘ � node:leftchild:r:
(4)

Then the worker records r’s into ~rr. The rest part of this
phase is the same as that in the basic scheme. A high-level
description can be found in Fig. 13.

Verifying Phase: Similar to the one in the basic scheme, the
user invokes the function VERIFY (as shown in Fig. 10) in the
smart contract with several randomly selected nodes from
the underlying BTree. According to the function VERIFY, the
miners would download ~xx, ~aa, ~rr from IPFS, and check the
validity of ri’s corresponding to selected nodes by using
Eq. (4). The rest of this phase is the same as that of the basic
scheme.

4.3.2 Fairness in the Scheme

Since the scheme has a similar procedure for computing and
verifying, the probability of verification failure will not
change. Hence, the utilities and actions of both parties are
similar to the analysis in the previous subsection. As a
result, the fairness will not lose in the multivariate setting.

5 ANALYSIS OF OUR PROPOSAL

As shown in the previous section, our proposal holds the
fairness. In this section, we will examine the functionality of
our proposal one by one as listed in Section 2.3, and show
the efficiency by experiments.

5.1 Functionality

In this subsection, we analyze the functionality of our pro-
posed scheme in the following two aspects, namely, arbi-
trary polynomial support and reusability.

Arbitrary Polynomial Support. Based on the description of
our last scheme in Section 4.3, to outsource a polynomial,
the user only needs to upload ~aa and ~xx, i.e., the vectors of
terms and values of variables. Then, the worker needs to
compute the polynomial according to our modified
Horner’s method. Furthermore, the miners can verify the
result by using the sampling technique. Hence, our proposal
can support arbitrary polynomials.

Reusability. In our final scheme, as it points to the polyno-
mial and the input separately, the reusability consists of
two parts, namely, reusing inputs and reusing polynomials.
To evaluate the same polynomial on different inputs, the
user can directly reuse the address to the original ~aa and
only upload the new inputs~xx to IPFS. On the other hand, to
reuse the input, the only thing the user needs to do is to
upload the new ~aa to replace the old one. After that, the
worker can evaluate the new polynomial as before.

5.2 Efficiency

We implemented our scheme in Java and Solidity.4 First, to
demonstrate its actual executing time of the computing
phase and the verifying phase, we test the Java implementa-
tion with a Debian 10 platform equipped with an Intel (R)
Xeon (R) CPU and 26GB RAM. Then, to evaluate the gas
consumption of the verification phase, we test the Solidity
implementation on Rinkeby Ethereum Testnet [25], and we
simulate an oracle service to feed data for the smart con-
tract. Note that, in real-world systems, the values of polyno-
mials are usually bounded. Therefore, in the following
experiments, we randomly generate a prime modulus for
each polynomial and show the performance of our

Fig. 11. Building a binary tree for a multivariate polynomial.

Fig. 12. A binary tree for polynomial fðx1; x2; x3Þ ¼ 5x31 þ 6x21x2 þ 7x3.

Fig. 13. Computing phase for the multivariate polynomial.
4. The source code of our implementation can be found at https://

github.com/guanyg/polyOutsourcing
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proposed scheme with different bit-lengths of moduli
b ¼ 1024; 2048; 4096; 8192.

5.2.1 Univariate Polynomials

In the computing phase, upon receiving the array of the nþ 1
coefficients in the polynomial and the value of the variable,
the worker computes n multiplications according to
Horner’s method. In the verifying phase, the miners verify
the result according to the position chosen by the user. As
analyzed in Section 4, one position is enough for deterring
the rational worker from deviating. Therefore, the comp-
utational complexities for computing and verifying the uni-
variate polynomials are OðnÞ and Oð1Þ, respectively. As
illustrated in Fig. 14a, the computation time increases as the
degree of the polynomials increases, and the average time
used for computing and verification increases with the bit-
length of moduli b. Also, the verification phase is very effi-
cient. Specifically, the average time for the verifying phase
remains 4.3 ms if only one position is chosen. As shown in
Fig. 14b, the gas consumption for verifying univariate poly-
nomials increases with the degree of polynomials and the
bit-length of moduli, and for the case where bit-length of
moduli b ¼ 8192, the gas consumption is lower than 400,000.
As the current gas price in the Ethereummainnet is 11 gwei,
the average cost for running the verification is less than
0.0044 ETH (about 0.88 USD).

5.2.2 Sparse Polynomials

For sparse polynomials, the time consumption in different
phases depends on not only their degrees but also the num-
ber of non-zero terms in them. Thus, we ran experiments
with varying degrees (i.e., 100, 1000, and 10000) and differ-
ent non-zero terms. As shown in Figs. 14c and 14d, the aver-
age time for the computing phase increases with the degree
n and the number of non-zero terms, but the time consump-
tion for outsourcing polynomials decreases as the number
of terms increases. This is mainly because that as the num-
ber of terms increase, the cost for computing the power of
variables becomes lower. Also, Fig. 14e shows that the aver-
age gas consumption for verifying sparse univariate poly-
nomials decreases as the number of terms increases, and it
increases with the bit-length of moduli b, and it is lower
than 300,000 (about 0.66 USD in the current Ethereum
mainnet).

5.2.3 Multivariate Polynomials

To evaluate the performance of our multivariate polyno-
mials scheme, we generated a series of polynomials with
different degrees, different numbers of non-zero terms, dif-
ferent numbers of variables, and different bit-lengths of
moduli. Since the user uploads the multivariate polynomial
in the outsourcing phase, here we focused on the perfor-
mance of the computing phase and the verifying phase. As
shown in Figs. 14f, 14g, 14h, 14j and 14k, the computation
time increases with the number of variables, while the veri-
fication time decreases as the number of variables increases.
This is mainly because that, as the number of variables
increases, the cost for constructing the binary tree increases
while the cost for computing the power of variables

decreases. Also, Figs. 14f and 14k show that the computa-
tion time for multivariate polynomials increases with the
degree of polynomials and the number of terms. As illus-
trated in Figs. 14h and 14k, the average gas consumption for
verifying multivariate polynomials is lower than 550,000
(about 1.21 USD in the current Ethereum mainnet).

5.2.4 Performance Comparison

Currently, there are many works focusing on verifiable out-
sourcing polynomial computation as detailed in Section 6,
and these schemes usually spend heavy computational
costs to achieve verifiability of computation results. Differ-
ent from the existing schemes, we build our fair outsourcing
polynomial computation scheme based on the rationality
assumption, i.e., all participants are rational actors. Thereby,
our proposed scheme can deter rational workers from sub-
mitting incorrect results and enforce the fairness between
users and workers. To further demonstrate the efficiency of
our proposed scheme, we compare our scheme with two
schemes, namely, Song et al.’s scheme [8] (improved by
Wang et al. [42]) and Zhang et al.’s scheme [26]. In specific,
we implement our scheme and Song et al.’s scheme, and
compare them with the open-source implementation5 of
Zhang et al.’s scheme [26]. Since the implementation of
Zhang et al.’s scheme only supports computation over
64 bits integers, we mainly compare the computation and
proof generation time (“Proof” in Fig. 14l) and verification
time (“Verification” in Fig. 14l) of the three schemes han-
dling polynomials with varied number of variables. In these
polynomials, the bit-lengths of the coefficients and variables
are respectively chosen to be 16 and 4. As shown in Fig. 14l,
our proposed scheme is much efficient than the compared
schemes.

6 RELATED WORK

Since the polynomial computation is very common in many
applications, many outsourcing polynomial computation
schemes have been proposed. The existing schemes can be
roughly divided into three types, namely crypto-based [5],
[6], [7], [8], [43], [44], [45], [46], [47], [48], replica-based [10],
[49], [50], and blockchain-based schemes [13], [14], [51],
[52], [53]. However, none of them can outsource arbitrary
polynomials fairly and efficiently.

6.1 Crypto-Based Outsourcing
Polynomial Computation

In the cryptography community, outsourcing polynomial
computation is studied under the name of verifiable compu-
tation. The first formal security model of verifiable compu-
tation was proposed by Gennaro et al. [4] at CRYPTO 2010,
and a concrete scheme was also present in the same work.
Based on Gennaro et al.’s model, Benabbas et al. [43] pro-
posed another outsourcing polynomial scheme by using the
CFE-PRF (Closed-form Efficiency Pseudorandom Func-
tions). However, their scheme only supports private verifi-
cation as [4]. To solve this problem, Fiore et al. [5] gave a
new outsourcing polynomial computation scheme based on

5. https://github.com/sunblaze-ucb/Virgo
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the bilinear map, while the verification of the resulting
scheme is not efficient as expected. Later on, Catalano et al.
[44], Backes et al. [45], Fiore et al. [46], and Zhang et al. [47]

present new schemes with more efficient verification by
using different techniques, such as homomorphic hash
function and homomorphic message authentic codes.

Fig. 14. The experimental results of our schemes.
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Nevertheless, all the above schemes can only outsource
some special polynomials. At EUROCRYPT 2011, Boneh
et al. [54] constructed a homomorphic signature scheme
which supported multivariate polynomials of constant
degree. Following this, Catalano et al. [55] proposed a more
efficient scheme with the help of graded encoding schemes,
and it obtained a higher security level. By using the arithme-
tic circuit, Parno et al. [56] built a system named Pinocchio,
but this system cannot offer public verifiability. Papaman-
thou et al. [6] proposed the signatures of correct computa-
tion model (SCC), the worker would produce a succinct
signature to vouch for the correctness of the result, and it
could be verified efficiently. This protocol supports the
dynamic update of coefficients, but it cannot support arbi-
trary polynomial. Zhang et al. [48] proposed batch verifiable
computation of polynomials, but it cannot support public
verifiability. Sun et al. [57] solved this problem. Elkhiyaoui
et al. [7] proposed a publicly verifiable computation of poly-
nomial based on the concept of the euclidean division.
However, it is only suitable for univariate polynomials.
Song et al. [8], amended by Want et al. [42], used homomor-
phic verifiable computation tags to design an outsourcing
polynomial computation program. The efficiency of this
program is independent of the size of input data or the
highest degree of the polynomial. However, this scheme
also has restrictions on the type of polynomials. Zhang et al.
[58] employed a linearly homomorphic private-key encryp-
tion scheme to achieve public verifiability. However, since
polynomials are represented as matrices, it is inefficient for
the scheme to handle sparse and multivariate polynomials.
Based on lightweight cryptographic primitives, Zhang et al.
[26] proposed a succinct zero knowledge argument scheme
for layered arithmetic circuits, which can support polyno-
mial delegation and other arithmetic circuits.

Although crypto-based schemes are accurate and of
high-security levels, they suffer from one of the following
disadvantages, at least. 1) Most of the crypto-based schemes
focus on how the user verifies the result from the worker,
and there is a process for the worker to ensure that the
worker can get the promised reward. In other words, fair-
ness cannot be guaranteed. 2) The proof generation costs in
most of the crypto-based schemes are 3-6 orders of magni-
tude higher than the original task [8]. 3) Most of the crypto-
based schemes cannot support general polynomials, and
they are always with the constraint of coefficients, the num-
ber of variants, or the degree of the polynomials.

Unlike the crypto-based outsourcing polynomial compu-
tation schemes, our proposed scheme focuses on enforcing
result correctness for rational workers. Based on our game-
theoretic analysis, when the workers are rational, which is
reasonable in most applications, they will not deviate from
the protocol by submitting incorrect computational results.
Therefore, our proposed scheme can achieve a similar accu-
racy and a trade-off between security and efficiency without
employing cryptographic operations compared with the
crypto-based schemes. Moreover, comparing with most of
these schemes, the proposed scheme has the feature of
dynamic coefficients as the variables and coefficients are
separately uploaded to IPFS. Furthermore, different from
our proposed scheme, the existing crypto-based schemes
cannot support fairness because they are not integrated

with payment channel and cannot programmatically trans-
fer funds based on the results’ correctness.

6.2 Replica-Based Outsourcing Computation

The basic idea of the replica-based schemes is to outsource a
computing task to two or more workers, and the workers
compute independently. The user will crosscheck the
results after all servers have returned the results so that the
user could verify the results quickly. Based on refereed
games [59], Canetti et al. [49] constructed an interactive veri-
fiable computation scheme on multiple servers. Based on
this scheme, they continually improved efficiency and secu-
rity in [50] and [10]. All the schemes work correctly only if
the workers do not collude with each other, while this
assumption would not always hold in reality. Furthermore,
like the crypto-based schemes, replica-based schemes do
not consider the workers’ profits.

6.3 Blockchain-Based Outsourcing Computation

Blockchain is a technology allowing entities to establish
trust relationships even if they distrusted each other before.
Hence, it is natural to apply blockchain in outsourcing com-
putation, and many attempts have happened in industry
and academia.

In industry, Golem [60], SONM [61] and iExec [62] are
three notable projects. Golem can only provide result verifi-
ability but it cannot guarantee that the worker will get the
promised reward. SONM obtains fairness according to the
reputation system. iExec uses proof of contribution, majority
voting, and reputation score to ensure fairness. In other
words, SONMand IExec cannot support result verifiability.

In academia, Kumaresan et al. [13] proposed a model to
motivate correct computing in the Bitcoin network. In their
system, the worker should pay a deposit that would be lost if
the result cannot pass the verification. Their scheme mainly
focused on the timely delivery of the results and the fairness
of the payment. Campanelli et al. [51] realized the zero-
knowledge payment of services based on blockchain, but
their scheme lacks design details, and its efficiency is not so
good as expected. Based on game theory and smart contract,
Dong et al. [14] proposed an efficient verifiable outsourcing
computing solution. However, their scheme only works
when the workers do not collude with each other. This
assumption is a little bit strong in the blockchain system. For
example, more than 15 percent of mining power may come
from the same mining pool in Bitcoin. In other words, there
is more than 15 percent chance that the twoworkers are from
the same organization. Huang et al. [52] proposed a block-
chain-based outsourcing computation scheme based on com-
mitment-based sampling technology, but it requires a
trusted third-party. Krol et al. [53] proposed an efficient and
secure blockchain-based outsourcing computation solution
by using trusted hardware that would increase the user’s
cost. Lin et al. [63] studied how to use blockchain to secure
outsourcing bilinear pairings. Zhang et al. [64] employed a
challenge-and-proof manner to build a fair payment frame-
work for outsourcing service, but it did not discuss the
approach of constructing correctness proof for specific
computational tasks. Cui et al. [65] proposed an outsourced
decryption scheme for a functional encryption scheme, in
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which a decrypted result is first verified by the user and fur-
ther verified byminers if the user rejects the result. It is fair to
say that none of the existing blockchain-based schemes can
outsource all kinds of polynomials fairly and efficiently.

7 CONCLUSION

By using Horner’s method and the blockchain, we have pro-
posed an outsourcing polynomial computation scheme sup-
porting arbitrary polynomials and dynamic coefficients.
Horner’s method allows the worker to perform polynomial
computation as efficient as possible. The blockchain can guar-
antee fairness between the user and worker when the miners
can verify the result from the worker. We obtained the public
verifiability of the result by using the sampling technique.
With the assumption that both user and worker are rational,
our game-theoretic analysis shows that our verification process
works well. By running the extensive experiments, our pro-
posal is indicated as efficient in terms of computational cost.
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